Data Exploration Assignment - Michael Vierela

## Research Question

Among colleges that predominantly grant bachelor’s degrees, did the release of the Scorecard shift student interest to high-earnings colleges relative to low-earnings ones?

## Libraries

Load libraries:

library(tidyverse)

Warning: package 'tidyverse' was built under R version 4.2.3

Warning: package 'ggplot2' was built under R version 4.2.3

Warning: package 'tibble' was built under R version 4.2.3

Warning: package 'tidyr' was built under R version 4.2.3

Warning: package 'readr' was built under R version 4.2.3

Warning: package 'dplyr' was built under R version 4.2.3

Warning: package 'forcats' was built under R version 4.2.3

Warning: package 'lubridate' was built under R version 4.2.3

── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
✔ dplyr 1.1.2 ✔ readr 2.1.4  
✔ forcats 1.0.0 ✔ stringr 1.5.0  
✔ ggplot2 3.4.2 ✔ tibble 3.2.1  
✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
✔ purrr 1.0.1   
── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
✖ dplyr::filter() masks stats::filter()  
✖ dplyr::lag() masks stats::lag()  
ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(rio)

Warning: package 'rio' was built under R version 4.2.3

library(lubridate)  
library(dplyr)  
library(ggplot2)  
library(fixest)

Warning: package 'fixest' was built under R version 4.2.3

library(vtable)

Warning: package 'vtable' was built under R version 4.2.3

Loading required package: kableExtra

Warning: package 'kableExtra' was built under R version 4.2.3

Attaching package: 'kableExtra'  
  
The following object is masked from 'package:dplyr':  
  
 group\_rows

## Data Cleaning

I started the data cleaning process by first creating an object for a path to the location of data files, so it can easily be changed throughout all of the code with one change if someone wants to use the code from another location. I then read in all of the files using naming patterns to pull in all files and combined them all at once with import\_list(), for efficiency.

# read Google Trends data  
  
filePath <- "C:/Users/micha/OneDrive/Documents/omsba5300/Data\_Exploration\_Rawdata/Lab3\_Rawdata/"  
filePattern <- "trends\_up\_to\_"  
fileNames <- list.files(filePath, pattern = filePattern, full.names = TRUE)  
  
# combine Google Trends data  
  
googleTrendsData <- import\_list(fileNames, rbind = TRUE)

Warning in (function (input = "", file = NULL, text = NULL, cmd = NULL, :  
Stopped early on line 1562. Expected 6 fields but found 5. Consider fill=TRUE  
and comment.char=. First discarded non-empty line: <<11,yti career institute -  
york,yti.edu,2,>>

Warning in (function (input = "", file = NULL, text = NULL, cmd = NULL, :  
Stopped early on line 1095. Expected 6 fields but found 5. Consider fill=TRUE  
and comment.char=. First discarded non-empty line: <<9,heidelberg  
university,heidelberg.edu,2,>>

Warning in (function (input = "", file = NULL, text = NULL, cmd = NULL, :  
Stopped early on line 1094. Expected 6 fields but found 5. Consider fill=TRUE  
and comment.char=. First discarded non-empty line: <<8,mount vernon nazarene  
university,mvnu.edu,2,>>

Warning in (function (input = "", file = NULL, text = NULL, cmd = NULL, :  
Stopped early on line 3280. Expected 6 fields but found 5. Consider fill=TRUE  
and comment.char=. First discarded non-empty line: <<41,potomac state college  
of west virginia university,potomac state college of west virginia  
university,1,>>

After the Google Trends data was combined, the next step was to start manipulating the data to make it easier to group by date, school name, keywords, etc. I did this by creating a column for the first day of the week, converting the time frames into a string, pulling out the first 10 characters, populating the column with the new single dates, and converting them to a date format. Then I standardized the Google search indices by first grouping the school names and keywords and subtracting the index mean of those groupings from each index and dividing the difference by the standard deviation of those grouped indices. This makes the change in the indices more comparable because they’re proportional to historical search activity. I wanted to work with data on a monthly basis, so I grouped the data by school names and created a new column for the average of the standardized indices for those groupings.

# pull first 10 characters out of the monthorweek variable  
  
googleTrendsData$dateStr <- str\_sub(googleTrendsData$monthorweek, 1, 10)  
  
# convert date string to date  
  
googleTrendsData$date <- ymd(googleTrendsData$dateStr)  
  
# aggregate dates by month  
  
googleTrendsData$month\_rounded <- floor\_date(googleTrendsData$date, unit = "month")  
  
# standardize indices  
  
googleTrendsData <- googleTrendsData %>%  
 group\_by(schname, keyword) %>%  
 mutate(stdIndex = (index - mean(index, na.rm = TRUE)) / sd(index, na.rm = TRUE))  
  
# aggregate standardized index to the school-month level  
  
googleTrendsData\_agg <- googleTrendsData %>%  
 group\_by(schname, month\_rounded) %>%  
 summarize(avgStdIndex = mean(stdIndex, na.rm = TRUE))

`summarise()` has grouped output by 'schname'. You can override using the  
`.groups` argument.

My next step was to combine the Google Trends data with the Scorecard data by merging them together with a data file linking them together by school name and UNITID, after removing duplicate school names from the linking data. I then filtered this data by variables related to the research question: colleges predominately granting bachelor’s degrees (3 in the PREDDEG column), high-earnings colleges (those with median earnings of more than $75,000 in the md\_earn\_wne\_p10-REPORTED-EARNINGS column), and low-earnings colleges (those with median earnings of less than $30,000 in the md\_earn\_wne\_p10-REPORTED-EARNINGS column). I chose to use $75,000 and $30,000 as the categorical limits of high- and low-earnings colleges because the Scorecard data describe high-income families as earning more than $75,000 and low-income families as earning less than $30,000 and I wanted to keep it consistent.

# read Scorecard and ID Name Link data  
  
scorecardData <- import(paste0(filePath, "Most+Recent+Cohorts+(Scorecard+Elements).csv"))  
linkData <- import(paste0(filePath, "id\_name\_link.csv"))  
  
# filter schools that show up more than once  
  
linkData\_filtered <- linkData %>%  
 group\_by(schname) %>%  
 mutate(n = n()) %>%  
 filter(n == 1)  
  
# join Google Trends data with ID Name Link data  
  
googleTrends\_linked <- inner\_join(googleTrendsData\_agg, linkData\_filtered, by = c("schname" = "schname"))  
  
  
# join linked Google Trends data with Scorecard data  
  
googleTrends\_Scorecard <- inner\_join(googleTrends\_linked, scorecardData, by = c("unitid" = "UNITID"))  
  
# filter data based on research question: predominantly grant bachelor’s degrees, high-earnings colleges (>75,000), and low-earnings colleges (<30,000)  
  
gt\_Scorecard\_filtered <- googleTrends\_Scorecard %>%  
 filter(PREDDEG == 3, `md\_earn\_wne\_p10-REPORTED-EARNINGS` > 75000 | `md\_earn\_wne\_p10-REPORTED-EARNINGS` < 30000)

After filtering the data to align with the research question, I decided to select the columns that I wanted to work with to solve this question; average standardized Google search indices (avgStdIndex) as the dependent variable; the month and year of the search indices (month\_rounded) to analyze this data over time and create a dummy variable to indicate dates that occurred after the Scorecard data was released (afterRelease) to be used as an independent variable, and median earnings (md\_earn\_wne\_p10-REPORTED-EARNINGS) to create a dummy variable for high- and low-earnings colleges (highEarnings) to be used as an independent variable.

# select columns that will be used for analysis  
  
gt\_Scorecard\_filtered <- gt\_Scorecard\_filtered %>%  
 select(unitid, schname, avgStdIndex, month\_rounded, `md\_earn\_wne\_p10-REPORTED-EARNINGS`)  
  
# remove rows with NA and NULL for all columns, and rows with suppressed data in median earnings  
  
gt\_Scorecard\_filtered <- gt\_Scorecard\_filtered %>%  
 filter(is.finite(as.numeric(`md\_earn\_wne\_p10-REPORTED-EARNINGS`))) %>%  
 filter\_all(all\_vars(!is.na(.))) %>%  
 mutate(`md\_earn\_wne\_p10-REPORTED-EARNINGS` = as.numeric(`md\_earn\_wne\_p10-REPORTED-EARNINGS`))

Warning: There were 147 warnings in `filter()`.  
The first warning was:  
ℹ In argument: `is.finite(as.numeric(`md\_earn\_wne\_p10-REPORTED-EARNINGS`))`.  
ℹ In group 1: `schname = "academy of couture art"`.  
Caused by warning:  
! NAs introduced by coercion  
ℹ Run `dplyr::last\_dplyr\_warnings()` to see the 146 remaining warnings.

# create an indicator for dates after Scorecard was released and for high-earnings colleges  
  
gt\_Scorecard\_filtered <- gt\_Scorecard\_filtered %>%  
 mutate(afterRelease = if\_else(month\_rounded > ymd("2015-09-01"), 1, 0)) %>%  
 mutate(highEarnings = if\_else(`md\_earn\_wne\_p10-REPORTED-EARNINGS` > 75000, 1, 0))

After filtering out all of the NA, NULL, and suppressed data (labeled PrivacySuppressed), I created the dummy variables to indicate dates after the Scorecard was released (1 being after and 0 being before) and high- and low-earnings colleges (1 being high and 0 being low). I then used vtable() to make sure all of the data were formatted as the appropriate classes to use for analysis in code and noticed that these new dummy variables were numeric when they should have been categorical. I converted them to categorical using as.factor() and the data was cleaned and ready to use!

# check classes  
  
vtable(gt\_Scorecard\_filtered)

gt\_Scorecard\_filtered

| Name | Class | Values |
| --- | --- | --- |
| unitid | integer | Num: 100724 to 470092 |
| schname | character |  |
| avgStdIndex | numeric | Num: -2.829 to 3.431 |
| month\_rounded | Date | Time: 2013-03-01 to 2016-03-01 |
| md\_earn\_wne\_p10-REPORTED-EARNINGS | numeric | Num: 17600 to 121500 |
| afterRelease | numeric | Num: 0 to 1 |
| highEarnings | numeric | Num: 0 to 1 |

# make indicators factors  
  
gt\_Scorecard\_filtered$afterRelease <- as.factor(gt\_Scorecard\_filtered$afterRelease)  
gt\_Scorecard\_filtered$highEarnings <- as.factor(gt\_Scorecard\_filtered$highEarnings)

## Graphical Analysis

For my graphical analysis, I created a scatter plot and color-coded the points to distinguish between high- and low-earnings schools. I also plotted a regression line for each to show potential trends and patterns in the visual data. The scattered points for both high- and low-earnings colleges looked evenly distributed, with consistent high points and low points suggesting seasonality.

Further analysis shows the regression lines of both declining prior to the Scorecard release date in September 2015, which is something to keep in mind for later analysis because it suggests that something else has been impacting search indices prior to the release of Scorecard data. The lines also start to diverge slightly after the release date of the Scorecard. I chose to use the ‘loess’ method instead of the ‘lm’ method in my plot because the research question is asking if searches were impacted by the release and I didn’t want the visual representation to be lost within an presumed linear relationship.

# plot data  
  
ggplot(gt\_Scorecard\_filtered, aes(x = month\_rounded, y = avgStdIndex, group = highEarnings, color = highEarnings)) +  
 geom\_point() +  
 geom\_smooth(aes(x = month\_rounded, y = avgStdIndex, group = highEarnings, linetype = highEarnings),  
 method = 'loess', se = FALSE, color = 'black') +  
 geom\_vline(xintercept = as.numeric(as.Date('2015-09-01')), linetype = 'dashed', color = 'darkgray') +  
 labs(title = 'Google Search Indices for High- and Low-Earnings Colleges',  
 x = 'Date',  
 y = 'Average Standardized Google Search Index',  
 color = 'Earnings Category',  
 linetype = 'Earnings Category Trendline') +  
 scale\_color\_manual(values = c("lightblue", "red"),  
 breaks = c(0, 1),  
 labels = c("low", "high")) +  
 scale\_linetype\_manual(values = c("solid", "dashed"),  
 breaks = c(0, 1),  
 labels = c("low", "high")) +  
 annotate("text", x = as.Date('2015-09-01'), y = min(gt\_Scorecard\_filtered$avgStdIndex),  
 label = "Scorecard Released", color = 'black')

`geom\_smooth()` using formula = 'y ~ x'

![](data:image/png;base64,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)

theme\_minimal()

List of 97  
 $ line :List of 6  
 ..$ colour : chr "black"  
 ..$ linewidth : num 0.5  
 ..$ linetype : num 1  
 ..$ lineend : chr "butt"  
 ..$ arrow : logi FALSE  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_line" "element"  
 $ rect :List of 5  
 ..$ fill : chr "white"  
 ..$ colour : chr "black"  
 ..$ linewidth : num 0.5  
 ..$ linetype : num 1  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_rect" "element"  
 $ text :List of 11  
 ..$ family : chr ""  
 ..$ face : chr "plain"  
 ..$ colour : chr "black"  
 ..$ size : num 11  
 ..$ hjust : num 0.5  
 ..$ vjust : num 0.5  
 ..$ angle : num 0  
 ..$ lineheight : num 0.9  
 ..$ margin : 'margin' num [1:4] 0points 0points 0points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : logi FALSE  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ title : NULL  
 $ aspect.ratio : NULL  
 $ axis.title : NULL  
 $ axis.title.x :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : num 1  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 2.75points 0points 0points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.title.x.top :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : num 0  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 0points 2.75points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.title.x.bottom : NULL  
 $ axis.title.y :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : num 1  
 ..$ angle : num 90  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 2.75points 0points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.title.y.left : NULL  
 $ axis.title.y.right :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : num 0  
 ..$ angle : num -90  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 0points 0points 2.75points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.text :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : chr "grey30"  
 ..$ size : 'rel' num 0.8  
 ..$ hjust : NULL  
 ..$ vjust : NULL  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : NULL  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.text.x :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : num 1  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 2.2points 0points 0points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.text.x.top :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : num 0  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 0points 2.2points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.text.x.bottom : NULL  
 $ axis.text.y :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : num 1  
 ..$ vjust : NULL  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 2.2points 0points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.text.y.left : NULL  
 $ axis.text.y.right :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : num 0  
 ..$ vjust : NULL  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 0points 0points 2.2points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ axis.ticks : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ axis.ticks.x : NULL  
 $ axis.ticks.x.top : NULL  
 $ axis.ticks.x.bottom : NULL  
 $ axis.ticks.y : NULL  
 $ axis.ticks.y.left : NULL  
 $ axis.ticks.y.right : NULL  
 $ axis.ticks.length : 'simpleUnit' num 2.75points  
 ..- attr(\*, "unit")= int 8  
 $ axis.ticks.length.x : NULL  
 $ axis.ticks.length.x.top : NULL  
 $ axis.ticks.length.x.bottom: NULL  
 $ axis.ticks.length.y : NULL  
 $ axis.ticks.length.y.left : NULL  
 $ axis.ticks.length.y.right : NULL  
 $ axis.line : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ axis.line.x : NULL  
 $ axis.line.x.top : NULL  
 $ axis.line.x.bottom : NULL  
 $ axis.line.y : NULL  
 $ axis.line.y.left : NULL  
 $ axis.line.y.right : NULL  
 $ legend.background : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ legend.margin : 'margin' num [1:4] 5.5points 5.5points 5.5points 5.5points  
 ..- attr(\*, "unit")= int 8  
 $ legend.spacing : 'simpleUnit' num 11points  
 ..- attr(\*, "unit")= int 8  
 $ legend.spacing.x : NULL  
 $ legend.spacing.y : NULL  
 $ legend.key : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ legend.key.size : 'simpleUnit' num 1.2lines  
 ..- attr(\*, "unit")= int 3  
 $ legend.key.height : NULL  
 $ legend.key.width : NULL  
 $ legend.text :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : 'rel' num 0.8  
 ..$ hjust : NULL  
 ..$ vjust : NULL  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : NULL  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ legend.text.align : NULL  
 $ legend.title :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : num 0  
 ..$ vjust : NULL  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : NULL  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ legend.title.align : NULL  
 $ legend.position : chr "right"  
 $ legend.direction : NULL  
 $ legend.justification : chr "center"  
 $ legend.box : NULL  
 $ legend.box.just : NULL  
 $ legend.box.margin : 'margin' num [1:4] 0cm 0cm 0cm 0cm  
 ..- attr(\*, "unit")= int 1  
 $ legend.box.background : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ legend.box.spacing : 'simpleUnit' num 11points  
 ..- attr(\*, "unit")= int 8  
 $ panel.background : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ panel.border : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ panel.spacing : 'simpleUnit' num 5.5points  
 ..- attr(\*, "unit")= int 8  
 $ panel.spacing.x : NULL  
 $ panel.spacing.y : NULL  
 $ panel.grid :List of 6  
 ..$ colour : chr "grey92"  
 ..$ linewidth : NULL  
 ..$ linetype : NULL  
 ..$ lineend : NULL  
 ..$ arrow : logi FALSE  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_line" "element"  
 $ panel.grid.major : NULL  
 $ panel.grid.minor :List of 6  
 ..$ colour : NULL  
 ..$ linewidth : 'rel' num 0.5  
 ..$ linetype : NULL  
 ..$ lineend : NULL  
 ..$ arrow : logi FALSE  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_line" "element"  
 $ panel.grid.major.x : NULL  
 $ panel.grid.major.y : NULL  
 $ panel.grid.minor.x : NULL  
 $ panel.grid.minor.y : NULL  
 $ panel.ontop : logi FALSE  
 $ plot.background : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ plot.title :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : 'rel' num 1.2  
 ..$ hjust : num 0  
 ..$ vjust : num 1  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 0points 5.5points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ plot.title.position : chr "panel"  
 $ plot.subtitle :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : num 0  
 ..$ vjust : num 1  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 0points 0points 5.5points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ plot.caption :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : 'rel' num 0.8  
 ..$ hjust : num 1  
 ..$ vjust : num 1  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 5.5points 0points 0points 0points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ plot.caption.position : chr "panel"  
 $ plot.tag :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : 'rel' num 1.2  
 ..$ hjust : num 0.5  
 ..$ vjust : num 0.5  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : NULL  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ plot.tag.position : chr "topleft"  
 $ plot.margin : 'margin' num [1:4] 5.5points 5.5points 5.5points 5.5points  
 ..- attr(\*, "unit")= int 8  
 $ strip.background : list()  
 ..- attr(\*, "class")= chr [1:2] "element\_blank" "element"  
 $ strip.background.x : NULL  
 $ strip.background.y : NULL  
 $ strip.clip : chr "inherit"  
 $ strip.placement : chr "inside"  
 $ strip.text :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : chr "grey10"  
 ..$ size : 'rel' num 0.8  
 ..$ hjust : NULL  
 ..$ vjust : NULL  
 ..$ angle : NULL  
 ..$ lineheight : NULL  
 ..$ margin : 'margin' num [1:4] 4.4points 4.4points 4.4points 4.4points  
 .. ..- attr(\*, "unit")= int 8  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ strip.text.x : NULL  
 $ strip.text.x.bottom : NULL  
 $ strip.text.x.top : NULL  
 $ strip.text.y :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : NULL  
 ..$ angle : num -90  
 ..$ lineheight : NULL  
 ..$ margin : NULL  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ strip.text.y.left :List of 11  
 ..$ family : NULL  
 ..$ face : NULL  
 ..$ colour : NULL  
 ..$ size : NULL  
 ..$ hjust : NULL  
 ..$ vjust : NULL  
 ..$ angle : num 90  
 ..$ lineheight : NULL  
 ..$ margin : NULL  
 ..$ debug : NULL  
 ..$ inherit.blank: logi TRUE  
 ..- attr(\*, "class")= chr [1:2] "element\_text" "element"  
 $ strip.text.y.right : NULL  
 $ strip.switch.pad.grid : 'simpleUnit' num 2.75points  
 ..- attr(\*, "unit")= int 8  
 $ strip.switch.pad.wrap : 'simpleUnit' num 2.75points  
 ..- attr(\*, "unit")= int 8  
 - attr(\*, "class")= chr [1:2] "theme" "gg"  
 - attr(\*, "complete")= logi TRUE  
 - attr(\*, "validate")= logi TRUE

## Justification and Interpretation

After analyzing this plot, I wanted to create my own regression models, but first created a causal diagram to determine if I should add any control variables to them.
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I started creating this causal diagram with the treatment variable (afterRelease) pointing toward search indices (outcome) because of an assumption that the release of Scorecard impacted student interest in colleges. I then set Month pointing toward the treatment and outcome because the date determines when the dummy variable is before or after the release date and seasonality of the months impact search indices for colleges in general because of college application timelines. With two variables left, I decided that neither the release date of Scorecard nor month of the year of college searches had any impact on the earnings of students 10 years after they graduated. I did, however, think that the earnings of students did impact whether other students were interested in certain colleges and that schools impacted the earning potential of students. After creating this diagram, I then evaluated potential paths:

Treatment → Outcome (good path) (front door path)

Treatment ← Month → Outcome (bad path) (back door path)

School → Earnings → Outcome (good path) (front door path)

Based on these paths, I knew that I had to control for Month because it impacted both the treatment variable and the outcome variable. I also decided to control for Earnings in order to answer the research question. Therefore, I created the following regression models:

# regress search index on Scorecard release  
  
m1 <- feols(avgStdIndex ~ afterRelease, data = gt\_Scorecard\_filtered)  
  
# control for earnings category  
  
m2 <- feols(avgStdIndex ~ afterRelease + highEarnings, data = gt\_Scorecard\_filtered)  
  
# control for earnings category and date of search indices  
  
m3 <- feols(avgStdIndex ~ afterRelease + highEarnings + i(month(month\_rounded)), data = gt\_Scorecard\_filtered)  
  
# adjust standard errors for school clusters  
  
m4 <- feols(avgStdIndex ~ afterRelease + highEarnings + i(month(month\_rounded)), data = gt\_Scorecard\_filtered, vcov = ~schname)

I used Month as a categorical variable for model 3 and model 4 to accommodate for seasonality and also added School clustering to model 4 to include potential correlations between observations within the same school and to account for unobserved factors within the school level that might affect student interest (thinking back to the observed decline in college searches from the graphical analysis - are schools providing less financial aid, or other factors?) Below are comparisons of each model:

# compare models  
  
etable(m1, m2)

m1 m2  
Dependent Var.: avgStdIndex avgStdIndex  
   
Constant 0.0549\*\*\* (0.0082) 0.0548\*\*\* (0.0089)  
afterRelease1 -0.3220\*\*\* (0.0204) -0.3220\*\*\* (0.0204)  
highEarnings1 0.0006 (0.0200)  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
S.E. type IID IID  
Observations 5,393 5,393  
R2 0.04434 0.04434  
Adj. R2 0.04416 0.04398  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

etable(m3, m4)

m3 m4  
Dependent Var.: avgStdIndex avgStdIndex  
   
Constant 0.2432\*\*\* (0.0248) 0.2432\*\*\* (0.0264)  
afterRelease1 -0.3635\*\*\* (0.0204) -0.3635\*\*\* (0.0320)  
highEarnings1 0.0006 (0.0180) 0.0006 (0.0027)  
month(month\_rounded) = 2 -0.1761\*\*\* (0.0335) -0.1761\*\*\* (0.0296)  
month(month\_rounded) = 3 -0.1197\*\*\* (0.0319) -0.1197\*\* (0.0357)  
month(month\_rounded) = 4 -0.1115\*\* (0.0342) -0.1115\*\*\* (0.0324)  
month(month\_rounded) = 5 -0.3161\*\*\* (0.0342) -0.3161\*\*\* (0.0375)  
month(month\_rounded) = 6 -0.6037\*\*\* (0.0342) -0.6037\*\*\* (0.0435)  
month(month\_rounded) = 7 -0.4363\*\*\* (0.0342) -0.4363\*\*\* (0.0420)  
month(month\_rounded) = 8 0.0455 (0.0342) 0.0455 (0.0392)  
month(month\_rounded) = 9 0.1097\*\* (0.0342) 0.1097\*\* (0.0393)  
month(month\_rounded) = 10 0.1190\*\*\* (0.0335) 0.1190\*\*\* (0.0352)  
month(month\_rounded) = 11 -0.0901\*\* (0.0335) -0.0901\* (0.0372)  
month(month\_rounded) = 12 -0.6148\*\*\* (0.0335) -0.6148\*\*\* (0.0355)  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
S.E. type IID by: schname  
Observations 5,393 5,393  
R2 0.22927 0.22927  
Adj. R2 0.22741 0.22741  
---  
Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

As you’ll notice, the coefficient for highEarnings in model 2 is extremely small, not statistically significant, and doesn’t impact the constant or afterRelease coefficient much, if at all. The addition of the categorical month variables also impacts the constant and coefficient of afterRelease, and many of the months are statistically significant. The addition of the standard error adjustment for school clustering in model 4 doesn’t impact any of the variables in model 3.

I also ran null hypothesis tests for highEarnings and a test of all three models containing the variable had p-values way above the .05 significance level, suggesting that we can’t reject the null hypothesis and can likely remove the variable from the models without impacting them. Below are the results of the tests:

# test earnings category  
  
wald(m2, 'highEarnings')

Wald test, H0: nullity of highEarnings1  
 stat = 8.219e-4, p-value = 0.97713, on 1 and 5,390 DoF, VCOV: IID.

wald(m3, 'highEarnings')

Wald test, H0: nullity of highEarnings1  
 stat = 0.001074, p-value = 0.973854, on 1 and 5,379 DoF, VCOV: IID.

wald(m4, 'highEarnings')

Wald test, H0: nullity of highEarnings1  
 stat = 0.047278, p-value = 0.827877, on 1 and 5,379 DoF, VCOV: Clustered (schname).

After analyzing graphs, building a causal diagram, constructing four models, and performing null hypothesis tests, I can confidently say that, although there’s no evidence that the Scorecard shifts student interest to high-earnings colleges in relation to low-earnings colleges, there is evidence that the Scorecard has shifted student interest in other ways. Based on the variable coefficients, the introduction of the College Scorecard increased search activity on Google for colleges with high-earning graduates by only 0.0006 standard deviations relative to low-earning graduates with a standard error of 0.02. As mentioned previously, this coefficient is not statistically significant and does not pass a null hypothesis test and suggests there is likely no impact in student interest to high-earnings colleges. The afterRelease coefficient in model 3 and model 4, however, suggests that search activity after the release of the College Scorecard decreased search activity by 0.3635 standard deviations.